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<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td><code>CREATE TABLE DEPT_INFO (</code></td>
</tr>
<tr>
<td>2</td>
<td><code>DEPT_ID INTEGER NOT NULL,</code></td>
</tr>
<tr>
<td>3</td>
<td><code>DEPT_NAME VARCHAR(50),</code></td>
</tr>
<tr>
<td>4</td>
<td><code>PRIMARY KEY (DEPT_ID)</code></td>
</tr>
<tr>
<td>5</td>
<td><code>);</code></td>
</tr>
<tr>
<td>6</td>
<td><code>CREATE TABLE OFFICE_INFO (</code></td>
</tr>
<tr>
<td>7</td>
<td><code>OFFICE_ID INTEGER NOT NULL,</code></td>
</tr>
<tr>
<td>8</td>
<td><code>OFFICE_NAME VARCHAR(50),</code></td>
</tr>
<tr>
<td>9</td>
<td><code>HAS_PRINTER SMALLINT,</code></td>
</tr>
<tr>
<td>10</td>
<td><code>PRIMARY KEY (OFFICE_ID)</code></td>
</tr>
<tr>
<td>11</td>
<td><code>);</code></td>
</tr>
</tbody>
</table>

Figure: A sample of the UnixUsage schema.
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```
CREATE TABLE DEPT_INFO (  
    DEPT_ID INTEGER NOT NULL,
    DEPT_NAME VARCHAR(50),
    PRIMARY KEY (DEPT_ID)
);

CREATE TABLE OFFICE_INFO (  
    OFFICE_ID INTEGER NOT NULL,
    OFFICE_NAME VARCHAR(50),
    HAS_PRINTER SMALLINT,
    PRIMARY KEY (OFFICE_ID)
);
```

Figure: A sample of the UnixUsage schema.
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Schemas often not tested at all!
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Extensible tool for test data generation
Search-Based Testing
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CREATE TABLE DEPT_INFO (DEPT_ID INTEGER NOT NULL, DEPT_NAME VARCHAR(50), PRIMARY KEY (DEPT_ID));

Figure: A sample of the UnixUsage schema.

INSERT INTO DEPT_INFO VALUES (0, '');
INSERT INTO DEPT_INFO VALUES (NULL, '');

Figure: Data generated by SchemaAnalyst.
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```sql
CREATE TABLE DEPT_INFO (  
    DEPT_ID INTEGER NOT NULL,  
    DEPT_NAME VARCHAR(50),  
    PRIMARY KEY (DEPT_ID)  
);
```

Figure: Data generated by SchemaAnalyst.

```sql
INSERT INTO DEPT_INFO  
VALUES (0, '');
```

```sql
INSERT INTO DEPT_INFO  
VALUES (NULL, '');
```
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Figure: A sample of the UnixUsage schema.

```sql
CREATE TABLE DEPT_INFO (
    DEPT_ID INTEGER NOT NULL,
    DEPT_NAME VARCHAR(50),
    PRIMARY KEY (DEPT_ID)
);
```

Figure: Data generated by SchemaAnalyst.

```sql
1) INSERT INTO DEPT_INFO VALUES (0, '');
2) INSERT INTO DEPT_INFO VALUES (NULL, ' ');
```
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CREATE TABLE DEPT_INFO (
DEPT_ID INTEGER NOT NULL,
DEPT_NAME VARCHAR(50),
PRIMARY KEY (DEPT_ID)
);

Figure: A sample of the UnixUsage schema.

INSERT INTO DEPT_INFO VALUES (0, '');
INSERT INTO DEPT_INFO VALUES (NULL, '');

Figure: Data generated by SchemaAnalyst.
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```sql
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```sql
CREATE TABLE DEPT_INFO ( 
    DEPT_ID INTEGER NOT NULL,
    DEPT_NAME VARCHAR(50),
    PRIMARY KEY (DEPT_ID)
); 
```

Figure: A sample of the UnixUsage schema.

```sql
INSERT INTO DEPT_INFO VALUES (0, '');
```

```sql
INSERT INTO DEPT_INFO VALUES (NULL, '');
```

Figure: Data generated by SchemaAnalyst.
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```
CREATE TABLE DEPT_INFO (
    DEPT_ID INTEGER NOT NULL,
    DEPT_NAME VARCHAR(50),
    PRIMARY KEY (DEPT_ID)
);
```

Figure: Data generated by SchemaAnalyst.
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1 INSERT INTO DEPT_INFO VALUES (0, '');
2 INSERT INTO DEPT_INFO VALUES (NULL, '');
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Figure: A sample of the UnixUsage schema.
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  DEPT_ID INTEGER NOT NULL,
  DEPT_NAME VARCHAR(50),
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```

Figure: Data generated by SchemaAnalyst.
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INSERT INTO DEPT_INFO
VALUES (0, '');
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INSERT INTO DEPT_INFO
VALUES (NULL, '');
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Figure: A sample of the UnixUsage schema.

```sql
CREATE TABLE DEPT_INFO (  
  DEPT_ID INTEGER NOT NULL,  
  DEPT_NAME VARCHAR(50),  
  PRIMARY KEY (DEPT_ID)  
);  
```

Figure: Data generated by SchemaAnalyst.

```sql
INSERT INTO DEPT_INFO  
VALUES (0, '');  
INSERT INTO DEPT_INFO  
VALUES (NULL, '');  
```
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Figure: A sample of the UnixUsage schema.

```
CREATE TABLE DEPT_INFO (
    DEPT_ID INTEGER NOT NULL,
    DEPT_NAME VARCHAR(50),
    PRIMARY KEY (DEPT_ID)
);
```

Figure: Data generated by SchemaAnalyst.

```
1  INSERT INTO DEPT_INFO VALUES (0, '');
2  INSERT INTO DEPT_INFO VALUES (NULL, '');
```
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*SchemaAnalyst* provides an efficient means of generating test data for real-world database applications
Usage

Tool Demo
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Enhance the testing of database systems in industry and enable future research!

https://github.com/schemaanalyst-team/schemaanalyst