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  - Example: How should recursive calls be implemented? How does "garbage collection" work?
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Why Study Programming Languages?

- Help you choose a language.
- Make it easier to learn new languages.
- Help you make better use of whatever language you use.
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- **Declarative**
  - functional
  - dataflow
  - logic, constraint-based
  - template-based

- **Imperative**
  - von Neumann
  - scripting
  - object-oriented

- **Logic**
  - Lisp/Scheme, ML, Haskell
  - Prolog, spreadsheets
  - XSLT

- **Functional**
  - Id, Val
  - C, Ada, Fortran, ...
  - Perl, Python, PHP, ...

- **Database**
  - Smalltalk, Eiffel, Java, ...

Programming Language Paradigms

**Imperative**
- Procedural
- Object-Oriented
- Parallel Processing

**Declarative**
- Logic
- Functional
- Database

**Declarative**
- functional
- dataflow
- logic, constraint-based
- template-based

**Imperative**
- von Neumann
- scripting
- object-oriented

Lisp/Scheme, ML, Haskell
Id, Val
Prolog, spreadsheets
XSLT
C, Ada, Fortran, ...
Perl, Python, PHP, ...
Smalltalk, Eiffel, Java, ...

Image credits: https://thepafhelper.blogspot.com and PLP book
What makes a language successful?
Language Evaluation Criteria

- **Readability**: the ease with which programs can be read and understood
Language Evaluation Criteria

- **Readability**: the ease with which programs can be read and understood
- **Writability**: the ease with which a language can be used to create programs
Language Evaluation Criteria

- **Readability**: the ease with which programs can be read and understood
- **Writability**: the ease with which a language can be used to create programs
- **Reliability**: conformance to specifications
Language Evaluation Criteria

- **Readability**: the ease with which programs can be read and understood
- **Writability**: the ease with which a language can be used to create programs
- **Reliability**: conformance to specifications
- **Cost**: the ultimate total cost
Art of Programming Language Design Activity

"...design [is] the intentional creation of plans for a new kind of thing". Parsons
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- Choose one programming language
- Working in a group, investigate the following:
  1. Key characteristics of the language **design**.
  2. Historical context (how it started, when, by whom, the first language, etc.).
  3. The purpose/usage (why is it there).
- Prepare to share your findings.
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Evolution
Socio-economic factors
Special purposes
Special hardware
Range of ideas
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Before our class next week, make sure you have Docker set up and working. Check out department’s video (on Slack) overviewing its setup.